**Python Market API Development Specification**
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# Overview

## background

This API can be used to obtain market data for the corresponding markets.

Currently supported exchanges/markets include (but not limited to ) the following:

Futures

|  |  |  |
| --- | --- | --- |
| No | Exchanges | illustrate |
| 1 | CME | , COMEX, NYMEX , CBOT under CME group  Official Website:  https://www.cmegroup.com/ |
| 2 | HKEX | Hong Kong Exchanges and Clearing Limited  Official Website:  http://www.hkex.com.hk |
| 3 | SGX | Singapore Exchange  Official Website:  http://www.sgx.com |
| 4 | I CE | Intercontinental Exchange  Official Website:  https://www.theice.com/index |
| 5 | LME | London Metal Exchange  Official Website:  https://www.lme.com/ |

Stocks

|  |  |  |
| --- | --- | --- |
| No | market | illustrate |
| 1 | NASD | Stocks in the US market.  It is important to note that after the 2008 financial crisis, the United States passed a bill allowing listed companies to be traded on all U.S. exchanges. For example, stocks listed on the NYSE can be traded on the NASDQ exchange and vice versa. |
| 2 | HKEX | Stocks on the Hong Kong Stock Exchange |
| 3 | KRX | South Korean stocks |

## API overview and architecture

This API is a Python-based class library that implements the functions required for trading by using and extending the interfaces provided by the class library. In view of the widespread use of CTP interface in the domestic futures industry, this API interface imitates the CTP interface so that users with experience in using CTP interface can quickly get started with development.

For the following error codes, a value of 0 indicates success, regardless of where in this API.

**Interface function classification:**

Futures market data callback function (futures market data must be connected and logged in to the futures market data)

|  |  |
| --- | --- |
| onRtnSnapData () | Order Book snapshot data push |
| onRtnDealData () | Transaction data push |
| onRtnStatisticsData () | Push data such as opening/high/low/settlement price on trading day |
| onRtnTradeDate () | Not implemented, reserved |

Stock market data callback function (stock quotes need to be connected and logged in to the stock quotes)

|  |  |
| --- | --- |
| onRtnMarketData () | Stock market data push |
| onRtnBrokerData () | Unique to Hong Kong stocks, broker queue push |

Quote subscription function and response

|  |  |
| --- | --- |
| reqMarketData () | Subscription contract function |
| onRspMarketData () | Subscribe to responses (only futures markets have responses) |

## Global error code

1. Common errors in business functions

// Dictionary of error messages in quotes

dict error

{

ErrorID [int]: Error code

ErrorMsg [str]: Error description

};

|  |  |  |
| --- | --- | --- |
| Error Code  ( ErrorID ) | Error description | illustrate |
| 0 | success | Various functions return results successfully |
| 00000 | Processing success |  |
| 10001 | Incorrect username |  |
| 10002 | Wrong login password |  |
| 10003 | The number of incorrect passwords has exceeded the limit, and the user has been frozen. Please contact customer service to unfreeze the account. |  |
| 10004 | The user has been frozen, please contact customer service to unfreeze |  |
| 10011 | Illegal login |  |
| 10012 | No login permission |  |
| 10013 | API authentication error |  |
| 10014 | No permission for this stock exchange |  |
| 10015 | No authority from this futures exchange |  |
| 10016 | Not in whitelist |  |
| 10017 | Limited login times |  |
| 10018 | MarketType is empty |  |
| 10019 | Please wait for the last subscription instruction to end |  |
| 10020 | Not logged in |  |
| 10021 | Send -1 Error |  |
| 10022 | Send 0 Error |  |
| 10023 | Subscription type and service do not match |  |
| 10024 | Invalid subscription format |  |
| 10025 | The permission verification response is empty |  |

1. Disconnection Generic Error

onFrontDisconnected (int nReason)

|  |  |  |
| --- | --- | --- |
| Error Code  ( nReason ) | Error description | illustrate |
| 4 001 | Setting blocking failed | Socket underlying error |
| 4 002 | Setting non-blocking failure | Socket underlying error |
| 4 003 | Failed to receive data | Socket underlying error |
| 4 004 | Received 0 length data, disconnected | Socket underlying error |
| 4 005 | Failed to send data | Socket underlying error |
| 4 006 | Sending 0 length data, disconnected | Socket underlying error |
| 4 007 | Failure of selection | Socket underlying error |
| 4 008 | Server Not Responding | Socket underlying error |
|  |  |  |
|  |  |  |

# Futures and Stocks General Quotes API Reference

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Business Type | Request interface | Request response interface | | Report interface | |
| connect | i nit |  |  | onFrontConnected | Connection Return |
| disconnect |  |  |  | onFrontDisconnected | Disconnection report |
| Heartbeat | setHeartBeatTimeout​ |  |  | onHeartBeatWarning | Heartbeat warning |
| Log in | reqUserLogin | onRspUserLogin | Login response |  |  |
| Quote Subscription | reqMarketData | onRspMarketData | Subscription Response |  |  |
|  |  |  | onRtnMarketData | Market push |
| Broker Access  (Hong Kong stocks only ) | reqBrokerData |  |  | onRtnBrokerData | Broker Queue Returns |
| Trading day push |  |  |  | onRtnTradeDate | Trading day push |

## Interface working process

![IMG_256](data:image/png;base64,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)

## Interface Mode

The market\_demo.py file provides a MarketApi class . By inheriting the MarketApi class, you can issue operation requests and overload callback functions to handle the responses of background services.

## Function interface description



## API instance object creation

1. createMarketApi method

Create an API object instance.

**Function prototype:**

createMarketApi (bRecordLog : bool, pszFlowPath : str = "" ,isFutureMode : str = " Y ")

**parameter:**

bRecordLog: Whether to record market data (market data files will be very large, it is usually recommended to turn off recording )

true: record market data; false : do not record

pszFlowPath: log data file path

isFutureMode: Y: Futures mode (default value ) ; N: Stock mode

Note: For futures and stock quotes, you need to connect and log in to the quotation frontend.

When connecting to the futures market frontend, isFutureMode is set to Y;

When connecting to the stock quote frontend, isFutureMode is set to N

## API function request and callback method

### 1) onFrontConnected method

This method is called when the client establishes a communication connection with the frontend (before logging in).

**Function prototype:**

onFrontConnected()

This method is called after initialization is completed, in which the user login task can be completed.

### 2) onFrontDisconnected method

This method is called when the client loses the connection with the frontend communication. When this happens

After that, the API will automatically reconnect and the client does not need to do anything. Automatic reconnection address, which may be the original registration address

It may also be other available communication addresses supported by the system, which are automatically selected by the program.

**Function prototype:**

onFrontDisconnected (nReason : int )

**parameter:**

nReason : Reason for disconnection

### 3) onHeartBeatWarning method

Heartbeat timeout warning. This method is called when no message is received for a long time.

**Function prototype:**

onHeartBeatWarning(nTimeLapse : int )

**parameter:**

nTimeLapse : The time since the last message was received

SetHeartBeatTimeout

### 4 ) Set the heartbeat timeout setHeartBeatTimeout

Function prototype:

|  |
| --- |
| setHeartBeatTimeout ( iTimeout : int , bIsStrictCheck : bool = true ) |

Parameters: iTimeout : heartbeat timeout, in seconds. Please set the heartbeat time to at least 30 seconds .

bIsStrictCheck : Whether to check heartbeat timeout. The default value is true, which means checking the heartbeat; if it is false, the heartbeat is not checked.

### 5 ) Login r eqUserLogin / o nRspUserLogin

Function prototype:

|  |
| --- |
| reqUserLogin( req: dict, reqid: int) |

Parameter: req

|  |
| --- |
| // User ID  UserId[str]  // User password  UserPwd[str]  // User type  UserType[str]  // Software Name  SoftwareName[str]  // Software version number  SoftwareVersion[str]  // Authorization code  AuthorCode[str]  // error message  ErrorDescription[str]  // Market distributor ID (since v2.1.0.1)  BrokerIDForMarketPrice [str] |

Function prototype:

|  |
| --- |
| onRspUserLogin( error: dict, reqid: int, last: bool) |

Parameters: error

|  |
| --- |
| // Error code  ErrorID[int]  // Error description  ErrorMsg[str] |

Error code reference 1.3

### 6 ) Market subscription request/response reqMarketData/onRspMarketData

Function prototype:

|  |
| --- |
| reqMarketData(req: dict, reqid: int) |

Parameter: req

|  |
| --- |
| // Financial type  MarketType [str]  // Request type  SubscMode [str]  // Exchange  ExchangeCode [str]  // Maximum number of subscriptions at a time  MarketCount [int]  // Single subscription contract array  MarketTrcode [list[str]]  // error message  ErrorDescription [str] |
|  |

illustrate:

1. Subscribe to quotes by single contract. The exchange field is required. for example

req[ “ExchangeCode” ] = “HKEX”

req[ “MarketCount” ] = 1

req[ “ MarketTrcodes ” ] = [ “00001.HK ” ]

1. the Nth subscription call response result ( whether successful or failed) comes back, the N +1th subscription call can be made .
2. If there is no response to the Nth subscription call within the specified maximum time of 1 second, the user is allowed to make the N +1th subscription call .
3. Special instructions for setting **ExchangeCode** in subscription requests
   1. For exchanges not under the C ME group, please refer to the exchange code returned by " Exchange List Query " in the document [Direct Access Software Member Market API Commodity Contract Acquisition Interface Document.docx] , or the exchange code seen on the Direct Access Client Interface.
   2. There are 4 exchanges under C ME group , CME\_CBT , CME\_COMEX , CME\_NYMEX, CME. When subscribing, fill in the exchange code of the product.

(For example, the crude oil CL product of NYMEX under CME , the exchange code is CME\_NYMEX when subscribing)

Note: After successfully subscribing, the exchange codes in the market data pushed are only CME (including CME, CME\_COMEX, CME\_NYMEX) and CME\_CBT.

1. **MarketTrcode** description in subscription request

You can refer to the contract code returned by " Contract List Query " in the document [Direct Access Software Member Market API Commodity Contract Acquisition Interface Document.docx] , or the exchange code seen on the Direct Access Client Interface.

The first line in the figure below is the exchange code in the direct access system, and the first column is the contract code
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Function prototype:

|  |
| --- |
| onRspMarketData( data: dict , error: dict , reqid: int, last: bool ) |

Parameters: req

|  |
| --- |
| // Financial type  MarketType [str]  // Request type  SubscMode [str]  // Exchange  ExchangeCode [str] |

Parameters: error

|  |
| --- |
| // Error code  ErrorID[int]  // Error description  TDAStringType [str] |

Note:

Each time the user calls the subscription function of **r eqMarketData** , if the value of reqid is set to an increasing serial number , the subscription result can be determined by calling back the reqid of the function onRspMarketData .

### 7 ) Futures market information push onRtnSnapData

Function prototype:

|  |
| --- |
| o nRtnSnapData ( data: dict ) |

Parameters: data

|  |
| --- |
| // Exchange code  ExchangeCode[str]  //Contract code  TreatyCode[str]  // Bid price  BuyPrice[float]  // Buy volume  BuyNumber[int]  // Ask price  SalePrice[float]  //Selling volume  SaleNumber[int]  // Latest price  CurrPrice[float]  // Current quantity  CurrNumber[int]  // Market time unixepoch (accuracy to milliseconds)  Time[int]  // Volume  FilledNum[int]  // Position  HoldNum[int]  // Bid price 2  BuyPrice2[float]  // Bid price 3  BuyPrice3[float]  // Bid price 4  BuyPrice4[float]  // Buy price 5  BuyPrice5[float]  // Buy 2  BuyNumber2[int]  // Buy quantity 3  BuyNumber3[int]  // Buy quantity 4  BuyNumber4[int]  // Buy quantity 5  BuyNumber5[int]  // Selling price 2  SalePrice2[float]  // Selling price 3  SalePrice3[float]  // Selling price 4  SalePrice4[float]  // Selling price 5  SalePrice5[float]  //Selling quantity 2  SaleNumber2[int]  //Sell quantity 3  SaleNumber3[int]  //Sell quantity 4  SaleNumber4[int]  //Sell quantity 5  SaleNumber5[int]  // Hide the bid price  HideBuyPrice[float]  //Hide purchase volume  HideBuyNumber[int]  // Hide the selling price  HideSalePrice[float]  // Hide sales volume  HideSaleNumber[int]  // Trading day  TradeDay[str]  // Bid price 6  BuyPrice6[float]  // Bid price 7  BuyPrice7[float]  // Buy price 8  BuyPrice8[float]  // Buy price 9  BuyPrice9[float]  // Buy price 10  BuyPrice10[float]  // Buy 6  BuyNumber6[int]  // Buy quantity 7  BuyNumber7[int]  // Buy quantity 8  BuyNumber8[int]  // Buy quantity 9  BuyNumber9[int]  // Buy quantity 10  BuyNumber10[int]  // Selling price 6  SalePrice6[float]  // Selling price 7  SalePrice7[float]  // Selling price 8  SalePrice8[float]  // Selling price 9  SalePrice9[float]  // Selling price 10  SalePrice10[float]  //Selling quantity 6  SaleNumber6[int]  //Selling quantity 7  SaleNumber7[int]  //Selling quantity 8  SaleNumber8[int]  // Selling quantity 9  SaleNumber9[int]  //Sell quantity 10  SaleNumber10[int]  // Data source  DataSourceId[str] |

### 8) Futures transaction data push onRtnDealData

Function prototype:

|  |
| --- |
| onRtnDealData ( data: dict ) |

Parameters: data

|  |
| --- |
| // Exchange code  ExchangeCode[str]  //Contract code  TreatyCode[str]  // Transaction price  TradePrice [float]  // Volume  TradeVol [int]  // Active buy or active sell (unimplemented, reserved)  AggressorSide [str]  // (unused, reserved)  TradeFlag [str]  // Timestamp unixepoch (accuracy to milliseconds)  DateTimestamp [str]  // (unused, reserved)  Extends [str] |

### 9) Futures statistics data push onRtnStatisticsData

Function prototype:

|  |
| --- |
| onRtnStatisticsData( data: dict ) |

Parameters: data

|  |
| --- |
| // Exchange code  ExchangeCode[str]  //Contract code  TreatyCode[str]  // Highest price  HighPrice [float]  // Lowest price  LowPrice [float]  // Opening price  OpenPrice [float]  // Closing price (unimplemented)  ClosePrice [float]  // Yesterday's settlement price  TySettlePrice [float]  // Real-time settlement price ( the settlement price pushed by the exchange, reflected in real time)  IntradaySettlePrice [float]  // Price limit (unimplemented, reserved)  HighLimit [float]  //Lower limit price (unrealized, reserved)  [float] LowLimit [float]  // Position  Position [int]  // Yesterday's position  PrePosition [int]  // Opening price Flag (unimplemented, reserved)  OpenPrxBitFlag [str]  // Real-time settlement price Flag (unimplemented, reserved)  SetlPrxBitFlag [str]  // Timestamp unixepoch (accuracy to milliseconds)  DateTimestamp [int]  // Data source  DataSourceId [str] |
|  |
|  |

### 10 ) Stock quote push onRtnMarketData

Function prototype:

|  |
| --- |
| onRtnMarketData( data: dict ) |

Parameters: data

|  |
| --- |
| // Exchange code  ExchangeCode[str]  //Contract code  TreatyCode[str]  // Bid price  BuyPrice[str]  // Buy volume  BuyNumber[str]  // Ask price  SalePrice[str]  //Selling volume  SaleNumber[str]    // Latest price  CurrPrice[str]  // Current quantity  CurrNumber[str]  // Highest price of the day  High[str]  // The lowest price of the day  Low[str]  // Opening price  Open[str]  //Closing price  IntradaySettlePrice [str]  //Stock: Yesterday's closing price  Close[str]  // Quote time  // Quote time  Time[str]  // Trading volume: If it is a stock quote, this field is the trading volume  FilledNum[str]  // Holdings: If it is a stock quote, this field is the transaction amount  HoldNum[str]  // Bid price 2  BuyPrice2[str]  // Bid price 3  BuyPrice3[str]  // Bid price 4  BuyPrice4[str]  // Buy price 5  BuyPrice5[str]  // Buy 2  BuyNumber2[str]  // Buy quantity 3  BuyNumber3[str]  // Buy quantity 4  BuyNumber4[str]  // Buy quantity 5  BuyNumber5[str]  // Selling price 2  SalePrice2[str]  // Selling price 3  SalePrice3[str]  // Selling price 4  SalePrice4[str]  // Selling price 5  SalePrice5[str]  //Selling quantity 2  SaleNumber2[str]  //Sell quantity 3  SaleNumber3[str]  //Sell quantity 4  SaleNumber4[str]  //Sell quantity 5  SaleNumber5[str]  // Hide the bid price  HideBuyPrice[str]  //Hide purchase volume  HideBuyNumber[str]  // Hide the selling price  HideSalePrice[str]  // Hide sales volume  HideSaleNumber[str]  // Limit down price  LimitDownPrice[str]  // Price limit  LimitUpPrice[str]  // Trading day  TradeDay[str]  // Bid price 6  BuyPrice6[str]  // Bid price 7  BuyPrice7[str]  // Buy price 8  BuyPrice8[str]  // Buy price 9  BuyPrice9[str]  // Buy price 10  BuyPrice10[str]  // Buy 6  BuyNumber6[str]  // Buy quantity 7  BuyNumber7[str]  // Buy quantity 8  BuyNumber8[str]  // Buy quantity 9  BuyNumber9[str]  // Buy quantity 10  BuyNumber10[str]    // Selling price 6  SalePrice6[str]  // Selling price 7  SalePrice7[str]  // Selling price 8  SalePrice8[str]  // Selling price 9  SalePrice9[str]  // Selling price 10  SalePrice10[str]  //Selling quantity 6  SaleNumber6[str]  //Selling quantity 7  SaleNumber7[str]  //Selling quantity 8  SaleNumber8[str]  // Selling quantity 9  SaleNumber9[str]  //Sell quantity 10  SaleNumber10[str]  // HKEX Stock Quotes: Transaction Type  TradeFlag[str]  // Exchange data timestamp  DataTimestamp[str]  // Data source  DataSourceId[str]  // Number of shares that can be shorted (for US stock quotes)  CanSellVol[str]  // Market conditions are divided into two cases (meaning that the transaction volume in Y and 2 can be counted into minute data, but that in Z cannot )  // Directly connected to the exchange's market conditions -- Y: The current callback data is the latest transaction data; Z: The current callback data is the snapshot data  // Quotes of non-directly connected exchanges -- 2: Current callback data includes the latest transaction data and market changes Z: Transaction volume in snapshot data // Not available for statistics  QuoteType[str] |

### 11 ) Hong Kong stock brokers get request reqBrokerData/OnRtnBrokerData

Function prototype:

|  |
| --- |
| reqBrokerData(req: dict, reqid: int) |

Parameter: req

|  |
| --- |
| //Contract code  HeyuCode[str]  // error message  ErrorDescription[str] |

Broker responses and returns are placed in the interface onR **tn** BrokerData

### 12 ) Hong Kong stock brokers push onRtnBrokerData

Function prototype:

|  |
| --- |
| onRtnBrokerData(data: dict, error: dict, reqid: int, last: bool) |

Parameters: data

|  |
| --- |
| // Broker data  BrokerData[str] |

Parameters: error

|  |
| --- |
| // Error code  ErrorID[int]  // Error description  ErrorMsg[str] |

Note: Broker queue is not available yet

### 13 ) Push notification on the trading day

Function prototype:

|  |
| --- |
| onRtnTradeDate( data: dict, error: dict, reqid: int, last: bool) ) |

Parameters: data

|  |
| --- |
| // Transaction date ( yyyy-MM-dd)  TradeDate [str]  // Trading variety list, format is "GC,SI,HG"  TradeProduct [str] |

illustrate:

1. Only futures have this function of pushing trading days.
2. The push function on trading days requires API users to adjust it themselves when encountering holidays, for example:

The Hong Kong Stock Exchange is on holiday on 2019/4/5 . The trading day pushed by the Hang Seng Index HSI at 2019/4/4 17:00 is 2019-04-05, but the actual trading day should be 2019-04-08

1. Each product will be pushed 15 minutes in advance of the opening time.

Parameters: error

|  |
| --- |
| // Error code  ErrorID[int]  // Error description  ErrorMsg[str] |

### 14 ) General Error onRspError

Function prototype:

|  |
| --- |
| o nRspError ( error: dict, reqid: int, last: bool ) |

Parameters: error

|  |
| --- |
| // Error code  ErrorID[int]  // Error description  ErrorMsg[str] |

Generally, if there is an error in the parsing of market data returns, it will be pushed to this interface.

# FAQ - Stock Quotes

1. Question:

There are two time fields, one is time and the other is DataTimestamp. What is the difference between the two? Some products have data in the datatimestamp field, while others do not. What is going on?

-->Answer:

time is converted to local time in China

DataTimestamp is the data timestamp sent by the exchange, in Unix epoch format

For products directly connected to the exchange, DataTimestamp will have data, and for products not directly connected, it will be empty

2. Question:

In the received price, bidprice and askprice are sometimes empty.

-->Answer:

Please refer to the description of the QuoteType field in the data structure in the market development document.

// Market conditions are divided into two cases (meaning that the transaction volume in Y and 2 can be counted into minute data, but that in Z cannot)

// Directly connected to the exchange's market conditions -- Y: The current callback data is the latest transaction data; Z: The current callback data is the snapshot data

// Quotes from non-directly connected exchanges -- 2: Current callback data includes the latest transaction data and market changes Z: Transaction volume in snapshot data // cannot be used for statistics